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AC C E P T E D F R O M OP E N CALL

INTRODUCTION
Radio frequency identification (RFID) is a con-
tactless automatic identification technology,
which uses radio frequency signals to identify
specific objects. Compared with bar codes, mag-
netic cards or IC card, RFID has many advan-
tages such as long recognition distance, no
line-of-sight requirement, simultaneous multi-tar-
get identification, resistance to interference. A
typical RFID system is composed of multiple tags
and a reader [1, 2]. The reader sends a command
to the tags or receives related signals from the
tags; while each tag is an electronic device
attached to the object to be identified. The read-
er identifies the tags through a shared wireless
communication channel at a certain carrier fre-
quency[3, 4]. Suppose there are two or more tags
in the interrogation zone of a reader and the
reader broadcasts a query command. If all the
tags that receive the message are to send their
responses back to the reader at the same time,
the responses will collide and the reader will not
be able to identify the tags correctly. Such an
event is referred to as a “collision,” which is an
important issue in an RFID system. It affects (i)
the time taken to identify all the tags and (ii) the
accuracy of the identification. Consequently, vari-
ous anti-collision algorithms have been proposed
and they can be classified into two categories:
tree-based and ALOHA-based.

Tree-based algorithms [5] resolve a collision
by splitting colliding tags into subsets iteratively
until all the tags are identified. Such algorithms
can identify all the tags but they are computa-
tionally complex. Moreover, they require rela-
tively long identification delays, especially when
the number of tags is large. Meanwhile,
ALOHA-based algorithms reduce the probabili-
ty of tag collision by dividing the time into dis-
crete time intervals (time slots) and sequentially
identifying the tags at different time slots [6].
Such algorithms can be implemented easily and
used with an arbitrary number of tags [7]. Hence,
ALOHA-based algorithms are the most preva-
lent ones used in the ultra-high-frequency
(UHF) band in RFID systems. In particular, the
dynamic framed slotted ALOHA (DFSA) algo-
rithms are the most popular [8–12].

In the DFSA algorithms, the number of tags
is usually estimated so as to determine frame
size and to maximize the tag identification effi-
ciency. For example, the DFSA algorithms pro-
posed in [8, 9] make use of collision probability
to estimate the number of tags. Schoute [10]
thinks that the number of coll iding tags is
equal to 2.39 times the number of collided
time slots. The number of tags in a low bound
method proposed by Vogt is  S + 2C [11],
where S is the number of single occupied time
slots and C is the number of collision time
slots. If the number of tags is larger than the
initial frame size, a reader will not be able to
estimate the number of tags exactly because
the probability of collision becomes larger. On
the other hand, if the number of tags is smaller
than the initial frame size, many time slots in
the frame will  be idle. This leads to a long
identification time and a low efficiency. More-
over, a DFSA algorithm based on the Q-slot
algorithm is proposed in the ISO/IEC 18000-6
Type C standard [1]. The use of the Q-slot
algorithm is to determine the frame size that
can maximize the tag identification efficiency.
In this algorithm, the value of Q is updated
slot by slot according to the status of the pre-
ceding received slot. Splitting BTSA (binary
tree slotted ALOHA) [13] is the latest pro-
posed anti-collision algorithm, where a splitting
method is utilized to adjust the frame size to a
value close to the number of tags. It is also
clear from the literatures that most of the
DFSA anti-collision algorithms have one fea-
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ture in common — they identify all the tags by
setting a proper frame size iteratively and
hence reducing the probability of tag collision.
However, they do not deal with the colliding
tags immediately and the idle time slots are
wasted.

In this article, we present an improved anti-
collision algorithm based on the DFSA anti-col-
lision algorithm. The proposed algorithm has
two objectives. The first objective is to eliminate
the idle time slots in a frame. Such an action can
reduce the identification time and enhance the
system efficiency. The other objective is to
immediately process the colliding tags in a colli-
sion time slot. We propose allocating extra time
slots to the colliding tags so as to reduce the
probability that the tags collide again in the
future.

The remainder of the article is organized as
follows. First, we provide an overview and points
out the shortcomings of the DFSA anti-collision
algorithm. The next section describes our pro-
posed anti-collision algorithm. The simulation
results and performance analysis for the pro-
posed algorithm are then given, and the final
section concludes the article.

RELATED WORK

DYNAMIC FRAMED SLOTTED ALOHA

In the DFSA algorithms, time is divided into a
series of discrete time intervals called time slots.
Moreover, several time slots are packaged to
form a frame [8, 9]. Figure 1 illustrates the struc-
ture of a frame consisting of F time slots. Upon
receiving a query command that specifies a
frame size of (F) from a reader, the tag will ran-
domly select a time slot between 1 and F to send
its ID information. Details of the DFSA algo-
rithm [9] are as follows:
Step 1: The reader broadcasts a query command

which contains the parameter frame size (F).
Step 2: Each of the tags located within the read-

er’s interrogation zone randomly select a time
slot between 1 and F and transmits its ID at
the selected time slot.

Step 3: The reader attempts to read a tag ID in
each of the time slots. Within each time slot,
there are only three possible outcomes: no ID
is sent, only one ID is sent, and multiple IDs
are sent. When no ID is sent in a time slot,
the time slot becomes idle and the resource is
wasted. When only one ID is sent in a time
slot, the transmission is successful because the
reader will be able to identify the ID. A colli-
sion will happen when multiple tags send their
IDs in the same time slot. The transmissions
collide and the reader will not be able to iden-
tify the IDs.

Step 4: At the end of each frame, the reader
records the numbers of idle time slots, success-
ful time slots, and collided time slots. If there
are collided time slots, the reader will estimate
the number of unidentified tags in the interro-
gation zone. Then an appropriate number of
time slots is determined for the following
frame. The identification process will stop
when there is no collided time slots in the read
process, i.e., all IDs have been identified.

For a particular frame, the throughput [9] is
determined by the frame size (i.e., number of
time slots in the frame) and the number of tags
in the interrogation zone. Figure 2 shows the
relationship between the throughput and the
number of tags in the various frame size F. From
Fig. 2, we can see that the maximum throughput
is attained when the frame size is equal to the
number of tags.

DRAWBACK OF EXISTING
DFSA ANTI-COLLISION METHODS

In the DFSA anti-collision algorithms, a tag esti-
mation method is employed to estimate the
number of remaining tags at the end of each
frame. Then the size of the next frame is adjust-
ed accordingly. No further process is performed
for the idle time slots and collided time slots in
the current frame. Therefore, the idle time slots
and the corresponding request commands sent
by the reader during these time slots are wasted.
Also, the reader does not immediately process
the tag IDs sent in the collided time slots, but
attempts to identify all these collided tag IDs in
the next frame. Consequently, tag collision may
also occur next time for these tags. In the next
section, an improved algorithm is proposed. The
algorithm aims at determining the selected time

Figure 1. Structure of the frame.
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slots in advance, skipping the idle time slots and
instantly processing the collided time slot by the
reader.

THE IMPROVED ALGORITHM
BASED ON DFSA

DESCRIPTION OF THE PROPOSED ALGORITHM

In this section, an improved anti-collision algo-
rithm based on DFSA is proposed. It has the
ability
• To find out in advance the time slot numbers

selected by the tags
• To attempt resolving the tag ID collisions

when they occur
In our algorithm, it is assumed that the number
of tags is approximately equal to the initial
frame size.

For a given time slot number, the reader firstly
analyzes whether it is a selected time slot or not.
Then the reader forms a frame with only the time
slots that have been selceted. In other words, all
the non-selected time slots have been removed
and only the selected ones remain in the frame.
Such an action can greatly improve the efficiency
of the RFID system because no time is now spent
on the time slots not selected by the tags.

Next, for each of the selected time slots, if a
collision occurs, the reader will roughly deter-
mine the number of extra time slots required to
resolve the colliding tags. In our algorithm, we
make the decision based on the ratio of the num-
ber of time slots selected to the frame size (in
time slot). If this ratio is less than 0.5, many time
slots are not selected. Hence there is a relatively
large probability that the collided time slot has
been selected by 3 or 4 tags. Consequently, we
append 4 additional time slots to the frame for
the colliding tags to select. However, if the ratio
is larger than 0.5, there is also a good chance that
the collided time slot has been selected by two
tags. In such a case, we append 2 additional time
slots to the frame for the colliding tags to select.1

In order to implement the proposed algo-
rithm, the following notations are adopted:
• F: An initial frame size on the reader side.
• Sel_slot: The total number of time slots that

are selected by the tags in a reader’s interro-
gation zone on the reader side.

• Ratio_slot: The ratio of the number of selected
time slots to the frame size (in time slot) on
the reader side.

• Position_freeslot(m, n): The position of non-
selected time slots in a frame on the reader side.
Here, m denotes the time slot number of the
first non-selected time slot, and n denotes the
number of non-selected time slots that follow.

• Add_F: The additional time slots used for
identifing colliding tags on the reader side.

• M: A random number generator on the tag
side.

• C: A counter on the tag side.
The proposed algorithm is executed as fol-

lows.
Step 1: The reader broadcasts the query com-

mand “Query(Q)” to start the procedure of
tag identification. The command indicates that
the frame size is equal to 2Q.

Step 2: Each of the tags in the reader’s interro-
gation zone randomly selects a time slot num-
ber between 1 and 2Q, and loads the selected
time slot number into C.

Step 3: All tags send their selected time slot
numbers to the reader at the same time using
sequences with a length of 2Q bits. Denoting
the time slot number selected by a particular
tag by k, the sequence is then an all-zero
sequence except at the k-bit location where it
is a one. For example, if the frame size is 8
and a tag selects the time slot number 2, the
corresponding sequence becomes “01000000.”
Furthermore, during the transmission, the
sequence is coded by the Manchester code.
Note that Manchester code technique can syn-
chronize all tag transmissions at the beginning
of each communication session.

Step 4: Upon receiving the sequences from all
the involving tags, the reader can easily recog-
nize time slots that are selected and those that
are not selected by the tags. At the same time,
the ratio of the number of selected time slots
to the frame size (i.e., Ratio_slot) can be com-
puted.

Step 5: The reader jumps to the next time slot
that has been selected by the tags. In other
words, all non-selected time slots are skipped.
The reader then sends a query command for
this time slot (i.e., “QueryRep(slot)”) to all
the tags and waits for the response. Two sce-
narios may occur. The first one is that only
one tag responds and its ID can be successful-
ly identified by the reader. The other scenario
is that two or more tags respond and a colli-
sion arises.

Step 6: If a collision occurs, the reader will trans-
mit the command “QueryAdd(Add_F)” to pro-
vide additional time slots (append to the
frame) for the colliding tags to select. The col-
liding tags send their selected time slot num-
bers to the reader again and the reader
updates the numbers of the selected time slots.

Step 7: Repeat steps 5 and 6 until all tags are
successfully identified.

FLOWCHART OF THE PROPOSED ALGORITHM
In the proposed algorithm, the following new
commands are used:
• “Query(Q)”: The reader broadcasts a com-

mand to start a new read cycle. The frame
size is equal to 2Q.

• “QueryRep(slot)”: The reader queries a cer-
tain time slot slot.

• “QueryAdd(Add_F)”: This command is used
to deal with the colliding tag IDs. The reader
sends this command to let all colliding tags to
adjust their frame size.
In Fig. 3, we show the flowchart of our pro-

posed algorithm.
The detailed description is as follows:

1. A reader broadcasts a query command
“Query(Q)” with value Q to all tags within
reading range.

2. Upon receiving the command “Query(Q),”
each of the tags randomly selects a time slot
between 1 and 2Q and transmits its ID. Then
it sends the time slot number selected back to
the reader at the same time in the form of
“only one sequence.”

1 In theory, the number of
tags selecting a particular
time slot can be computed
based on binomial distri-
bution theory or approxi-
mated by Poisson
distributions [12. Given
the frame size and the
number of non-selected
time slots, we should be
able to estimate the prob-
ability that a timelsot is
selected by k tags, where k
≥ 1. Based on such infor-
mation, we can more pre-
cisely determine the
number of additional time
slots that we should assign
for the colliding tags to
select. Here, we only use a
simple decision.

For each of the selected
time slots, if a collision
occurs, the reader will
roughly determine the
number of extra time
slots required to resolve
the colliding tags. In our
algorithm, we make the
decision based on the
ratio of the number of
time slots selected to
the frame size.
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3. After getting the sequences from all tags, the
reader calculates the total number of selected
time slots and the positions of the idle time
slots in one frame. Also, the ratio of the total
number of selected time slots to the frame
size is computed. Let slot = 0.

4. Before querying a time slot, the reader needs
to determine whether the queried time slot is
an idle time slot. If yes, the system goes to 5.
Otherwise, it goes to 6.

5. The current time slot slot is adjusted to m + n.
6. The reader starts to query the time slots one

by one by transmitting the command “QueryS-
lot(slot),” where slot denotes a time slot num-
ber (i.e., current time slot).

7. The reader waits for the response of the tag.
Since all idle time slots have been skipped,
there are only two possible outcomes for a
given time slot. Either one tag responds or
multiple tags respond, and the latter case will
result in tag collision.

8. If collision occurs, the system will start colli-
sion identification procedure immediately.
The number of colliding tags will be estimated
based on the value Ratio_slot and a new frame
size Add_F is allocated to 2 or 4 based on
Ratio_slot.

9. The tag will be successfully identified when
only one tag responds. Then the current time
slot is compared with the value m in
Position_freeslot(m, n). If the current time slot
is equal to m, the system goes to 10. Other-
wise, the system goes to 11.

10. The next query time slot number is adjusted
to m + n.

11. Increment the current time slot by 1.
12. The reader sends “QueryAdd(Add_F)” to

the colliding tags and waits for the responses
of the colliding tags.

13. Upon receiving the command
“QueryAdd(Add_F),” each of the colliding
tags randomly selects a time slot between 1

Figure 3. Flowchart of the proposed architecture.
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and Add_F and transmits its ID. Then it sends
the time slot number selected back to the
reader at the same time in the form of “only
one sequence.”

14. If the current time slot is less than 2Q, the
system goes to 6. Otherwise, the system goes
to 15.

15. The identification procedure ends.
The pseudo code of our proposed algorithm

is futher depicted in Table 1.

SIMULATION RESULTS AND ANALYSIS

We evaluate the performance of the proposed
algorithm and compare it with that of the
Schoute DFSA algorithm [10], low bound DFSA
[11], Q-algorithm (i.e., the DFSA algorithm in
ISO/IEC 18000-6 Type C [1]), and splitting
BTSA [13]. In our simulations, the number of
tags ranges from 5 to 1000. Moreover, for each
setting, the result is the average of 100 simula-
tions.

Since the performance of a RFID anti-colli-
sion algorithm is mainly determined by the
efficiency of tag identification and the total
time taken to identify all the tags, these two
factors are taken into consideration in our sim-
ulations.

First, the efficiency of tag identification,
denoted by r, is measured by the ratio of the
number of tags (Ntags) to the total number of
time slots (Nslots), that is,

(1)

A larger r indicates an algorithm with a high-
er performance. The total time to identify all
tags is equal to the total number of time slots
multiplied by the slot time. Since the slot time is
constant, we only take the total number of time
slots into consideration. The smaller the total
number of time slots is, the better the perfor-
mance of the algorithm is.

Figure 4a plots the total number of time slots
needed to identify all the tags against the num-
ber of tags. The number of tags increases from 5
to 100. In Schoute DFSA, low bound DFSA and
Q-algorithm, the initial frame size is set to 16
time slots. Moreover, the initial frame size in our
proposed algorithm is set to 64 time slots. From
Fig. 4a, we can see that the performance of the
Schoute DFSA, low bound DFSA and Q-algo-
rithm are very close because they adjust the
frame size based on estimating the number of
tags. The splitting BTSA, which utilizing a split-
ting method to set the frame size to a value
close to the number of tags, provides a better
performance than the above three algorithms.
Moreover, our proposed algorithm requires a
smaller number of time slots compared with
other algorithms and hence achieves the best
performance. Figure 4b plots the total number
of time slots vs. the number of tags for the algo-
rithms when the number of tags ranges from 100
to 1000. The initial frame size is now set to 256
time slots in our proposed algorithm because of
the large number of tags. In Schoute DFSA, low
bound DFSA and Q-algorithm, the initial frame
size is set to 16. Again, as the number of tags
increases, the total number of time slots increas-
es quickly due to tag collisions. However, our
proposed algorithm gives the best performance
in terms of the total number of time slots, espe-
cially for a large number of tags.

Figure 5a further plots the efficiency of tag
identification for the different algorithms. We
can observe that the efficiency of each of the
Schoute DFSA, low bound DFSA, Q-algorithm
and spliting BTSA becomes very stable when the
number of tags is beyond 50. Among these algo-
rithms, moreover, the splitting BTSA attains a
higher efficiency. However, our proposed algo-
rithm outperform other algorithms and achieves
the highest efficiency. We can also see that the
efficiency of our proposed algorithm decreases
with the number of tags. The reason is that when
there are more tags, more collisions occur and
more additional time slots are required to
resolve such colliding tags. Figure 5b further
shows that the efficiency of tag identification for
the algorithms. When the number of tags is 100,
the efficiency of tag identification of the pro-
posed algorithm is about 82 percent while that
of the other algorithms ranges between 30 and
45 percent. There exists a performance gap
between the proposed algorithm and the other
four simulated algorithms because different
methods are used to deal with the collision of
tags. With the increasing of the number of tags,
tag collisions increase and additional time slots
are required to identify the colliding tags. For a

ρ =
N

N
tags

slots

Table 1. Pseudo codes of the proposed algorithm.

1      Input : number of tags
2      Output : total time slot and efficiency of tag identification
3          ---------------Reader Side---------------
4        Initial: Q, F, Sel_slot, Ratio_slot, Position_freeslot(m,n)
5                 and Add_F
6        Broadcast : Query(Q)
7        Get the responses of time slot from all tags
8      Analyze the response of time slot information
9        Record Sel_slot, Position_freeslot(m,n)
10                  and compute Ratio_slot
11    Query time slot one by one
12        m = 0, k = 0
13         while k <= F
14               if k == position_freeslot(m,l)  {
15                   k = k + position_freeslot(m,2);
16                   m = m + 1;
17                   continue;  }
18              else if successful time slot
19                             total_slot++;
20               k++;
21              else collision time slot
22                             total_slot++;
23         go to Used_slot = collision_proc(Ratio_slot, k);
24                        total_slot = total_slot + Used_slot;
25         end
26      end
27      Broadcast end round message

---------------Tag Side---------------
28      Initialize C = 0, OnlyO_sequence = 0
29      Respond Query(Q) : OnlyO_sequence=random(1~2Q), C =
30                     Only O_sequence and transmit the Only O-sequence
31      While C > 0
32         If Receive QueryRep(slot): C = C – 1
33          end if
34       end while
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large number of tags, the efficiency of the pro-
posed algorithm is above 45 percent while that
of the splitting BTSA is about 43 percent and
that of the other three algorithms is only about
30 percent. Thus, the performance of the pro-
posed algorithm is the best.

CONCLUSION

In this article, an improved algorithm based on
the dynamic framed slotted ALOHA anti-colli-
sion algorithm was proposed. We analyzed the
position of idle time slots in a frame. The idle
time slots were skipped when the reader queried
tags. For a collision time slot, a collision proce-
dure was instantly started and additional time
slots were set to deal with the colliding tags.
Simulation results show that total number of
time slots of our proposed algorithm was much
fewer than that of the splitting BTSA, low bound
DFSA, Schoute DFSA and Q-algorithm in

ISO/IEC 18000-6 Type C. Also, the efficiency of
tag identification was greatly improved. There-
fore, the identification performance of the pro-
posed scheme is significantly improved.
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Figure 4. Total number of time slots vs. number of tags.
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Figure 5. Efficiency of tag identification vs. number of tags.
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For a large number of
tags, the efficiency of
the proposed algorithm
is above 45 percent
while that of the split-
ting BTSA is about 
43 percent and that of
the other three algo-
rithms is only about 
30 percent. Thus, the
performance of the 
proposed algorithm is
the best.
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